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Abstract

In this lab we were introduced to Image Processing Toolbox provided in MATLAB. We
were exposed to simple image cropping, various types filtering and applying 2 dimensional Fast
Fourier Transform on an image.

1 Objectives of the lab

• Be able to create a matrix using zeros, ones, and the range operator :

• Be able to alter/change some areas in the matrix using the range operator :

• Use items 1 and 2 to build the 2D lowpass, highpass, bandpass, and band reject filters

• Understand the difference between a gray-level and true color images

• Be able to display images and to find the values/coordinates of a pixel

• Be able to relate the visual appearance (e.g., color) to the values in the matrix representation

• Be able to cut/crop part of an image

• Be able to apply non-overlapping block operations to an image using blkproc

• Be able to apply overlapping block operations to an image using nlfilter

• Understand that some operations are nonrecoverable/uninvertable

• Understand that lowpass filtering in the time domain is averaging in the frequency domain

• Find the frequency response of a system using its input and output images

2 List of equipment used

• A Computer.

• MATLAB.

• Image Processing Toolbox.

3 Creating matrices

To create a matrix x of zeros with 10 rows and 5 columns, we type the following command into
MATLAB:

1 x = ze ro s (10 ,5 )

To create a matrix y of ones with 10 rows and 5 columns, we type the following command into
MATLAB:

1 x = ones (10 ,5 )
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To create a matrix z of values going from -5 to 5, we type the following command into MATLAB:

1 z = −5:5

To change the orientation of the matrix, ie. to change rows to columns and columns to rows. We
take the transpose of the matrix:

1 z = z ’

4 Modifying matrices

To alter a part of the matrix, we type the following command:
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1 x = ze ro s (10 ,5 )
x ( 4 : 7 , 2 : 4 ) = 1

5 Building simple 2D filters

5.1 Low-pass & high-pass filter

Building a low-pass filter is easy as the center pixel’s value is determined by the pixels nearby
or conventionally called as the ”neighborhood” of the pixel. A matrix of zeros is created and then
the center part is made one:

l p f = ze ro s (256 ,256) ;
2 l p f ( 6 4 : 192 , 64 : 1 92 ) = 1 ;

imshow( l p f ) ;

In s high-pass filter the center pixel’s value is not determined by the neighborhood but the pixels
farthest away. A matrix of ones is created and then the center part is made zero:

1 hpf = ones (256 ,256) ;
hpf ( 64 : 192 , 64 : 192 ) = 0 ;

3 imshow ( hpf ) ;
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Figure 1: Low-pass filter Figure 2: High-pass filter

5.2 Band-pass & band-reject filter

Building a band-pass filter is just like allowing the pixels surrounding the center to pass but the
pixels further away go to be rejected. A matrix of zeros is created and then the center part is made
one:

1 bpf = ze ro s (256 ,256) ;
bpf ( 64 : 192 , 64 : 192 ) = 1 ;

3 bpf ( 96 : 160 , 96 : 160 ) = 0 ;
imshow( bpf )

In s high-pass filter the center pixel’s value is not determined by the neighborhood but the pixels
farthest away. A matrix of ones is created and then the center part is made zero:

br f = ones (256 ,256) ;
2 br f ( 64 : 1 92 , 64 : 192 ) = 0 ;

b r f ( 9 6 : 1 60 , 9 6 : 160 ) = 1 ;
4 imshow ( br f )
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Figure 3: band-pass filter Figure 4: band-reject filter

6 Gray-level and RGB image

Any digital image is composed of pixels spread in two dimensional space. Any one of the pixel
is represented by its x and y positions on the screen. In gray-level image, a pixel has a value
determining how close to black or white color a pixel is. If the pixel values are unsigned integer
8-bits, then value 255 is the whitest and value 0 is blackest. Any value in between is a shade of
gray. On the contrary, a color image is composed of pixels which often have three values, the red
value, the green value, and the blue value. These values indicate how close to the primary color
the pixel is. For example, if a pixel has R = 255 G = 0 B = 0 values then it means the pixel is
entirely red.

There are some image formats which also allow an additional value for each pixel to be stored
in an image. This is the alpha value, which determines the transparency of the pixel. A value
of 255 indicates that the pixel is completely opaque while the 0 value indicates that the pixel is
completely transparent. This fourth alpha channel is crucial in many image applications and visual
effects because it allows dynamics of the background and sense of reality.

For an image to be processed by MATLAB, it is often recommended to convert the pixel value
from unsigned integer to double and map every value from 0-255 to 0-1.[1] This allows the image
matrix to become double so that is image operations and processing is done on it, it can candle
decimal values. At the end of image processing, the image is converted back to 0-255 range so that
the real world displays can handle them.

We can load some images from the MATLAB library and convert a RGB color image into a
gray-level image by typing the following code:

peppers = imread ( ’ peppers . png ’ ) ;
2 imtoo l ( peppers ) ;

pepgray = rgb2gray ( peppers ) ;
4 imtoo l ( pepgray ) ;
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Figure 5: RGB image Figure 6: Gray-level image

7 2D position values and pixel values of an RGB image

Any one of the pixel is represented by its x and y positions on the screen. In gray-level image,
a pixel has a value determining how close to black or white color a pixel is. If the pixel values are
unsigned integer 8-bits, then value 255 is the whitest and value 0 is blackest. Any value in between
is a shade of gray. On the contrary, a color image is composed of pixels which often have three
values, the red value, the green value, and the blue value. These values indicate how close to the
primary color the pixel is. For example, if a pixel has R = 255 G = 0 B = 0 values then it means
the pixel is entirely red.

imtool() command in MATLAB allows images to be shown and at the same time, when the user
hover the mouse over a pixel, the x,y position co-ordinates, and the RGB values of the pixel under
the cursor are shown.

imtoo l ( imread ( ’ peppers . png ’ ) ) ;
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Figure 7: RGB image with selected pixel values. x and y position values are written in round
bracket while the square bracket first value tells about Red channel value, Green channel value,
and Blue channel value. As the selected pixel is red, the value for red channel is quite high compared
to other channels.

8 Cutting/Cropping part of an image

If we think of an image as a matrix, we can select some elements of the matrix and copy them
into a new and smaller matrix. This is known as cropping an image. All computer image editing
software use this technique behind the scenes. What a user essentially does is to select the corners
of bounding box by drawing a rectangle on the image and then the software selects the pixels inside
that rectangle, copies them onto a new matrix and displays it.

The reason red image of garlic is white is because the garlic is white, hence is a combination of
all primary colors in high quantity.

Let’s do this cropping for ourselves in MATLAB:

1 % read the image in to MATLAB
peppers = imread ( ’ peppers . png ’ ) ;

3 % s e l e c t part o f the x , y but s e l e c t a l l o f RGB
g a r l i c = peppers ( 2 3 0 : 3 1 4 , 4 0 7 : 5 1 1 , : ) ;

5 % Show the g a r l i c by advanced imtoo l
imtoo l ( g a r l i c )

7 % s e l e c t part o f the x , y but s e l e c t red channel
r e d g a r l i c = g a r l i c ( : , : , 1 ) ;

9 % Show the red g a r l i c by advanced imtoo l
imtoo l ( r e d g a r l i c )

11 % s e l e c t part o f the x , y but s e l e c t blue channel
b l u e g a r l i c = g a r l i c ( : , : , 3 ) ;

13 % Show the blue g a r l i c by advanced imtoo l
imtoo l ( b l u e g a r l i c )
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Figure 8: The cropped pep-
pers image with all RGB col-
ors.

Figure 9: The cropped pep-
pers image with only red pixel
value.

Figure 10: The cropped pep-
pers image with only blue
pixel value.

9 Doing block processing on an image

Block processing is very powerful technique in image processing as it allows the program to focus
and process a part of an image at a time. If we think of about block processing, it is kind of like
doing convolution in 2 dimensional space. There are two kinds of block processing we can do.

• Non-overlapping block processing

The function we are going to use is blockproc(A, [M,N], FUN). This function takes a matrix A
as an input argument and applies the function FUN on the matrix A with the sample size of M,N.
The size of sample can be thought of as a brush size.

So first let’s make an averager function to apply to a block:

f unc t i on y = averager ( x )
2 % This func t i on simply f i n d s a 2 dimens iona l average o f the matrix supp l i ed to i t

y = mean2(x ) ;
4 end

Let’s make a function to pass:

% This func t i on takes a block s t r u c tu r e and averages the p i x e l s around i t to produce
the value at the cente r

2 fun = @( b l o c k s t r u c t ) averager ( b l o c k s t r u c t . data ( : , : ) ) ;

Now, let’s apply this function on the peppers image

% Read image in to MATLAB
2 peppers = imread ( ’ peppers . png ’ ) ;
% Convert the peppers image in to gray−l e v e l image

4 peppers gray = rgb2gray ( peppers ) ;
% Show gray−l e v e l image

6 imtoo l ( peppers gray ) ;
% Apply block p ro c e s s i ng with brush s i z e o f 3 ,3

8 r e su l t image = blockproc ( peppers gray , [ 3 , 3 ] , fun ) ;
% Convert the r e s u l t i n g image from double to unsigned i n t e g e r 8−b i t s

10 r e su l t image = uint8 ( r e su l t image ) ;
% Show the r e s u l t i n g image in imtoo l window

12 imtoo l ( r e su l t image ) ;
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Figure 11: The original gray-level peppers.png image.
Figure 12: The block processed gray-
level peppers.png image.

Let’s make another function to pass:

% This func t i on takes a matrix and re tu rn s a p i x e l at the cente r o f the matrix
2 f unc t i on y = sampler ( x )

%imshow(x ) ;
4 [ rows , c o l s ] = s i z e ( x ) ;

rowinmiddle = c e i l ( rows /2) ;
6 co l i nmidd l e = c e i l ( c o l s /2) ;

y = x( rowinmiddle , co l i nmidd l e ) ;
8 end

Now, let’s apply this function on the peppers image

% Read image in to MATLAB
2 peppers = imread ( ’ peppers . png ’ ) ;
% Convert the peppers image in to gray−l e v e l image

4 peppers gray = rgb2gray ( peppers ) ;
% Show gray−l e v e l image

6 imtoo l ( peppers gray ) ;
% Apply block p ro c e s s i ng with brush s i z e o f 3 ,3

8 processed image = blkproc ( peppers gray , [ 3 3 ] , @sampler ) ;
% Show the r e s u l t i n g image in imtoo l window

10 imtoo l ( proces sed image ) ;
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Figure 13: The original gray-level peppers.png image.
Figure 14: The block processed gray-
level peppers.png image.

This block processing results in a much sharper result than the averager block process. This is
because the average or mean is kind of low-pass filtering of the image.

Non-overlapping block operation As we can notice from the block processed image, the
resulting image is much smaller and has less pixel information. This is because of the fact that a
single block results in a single pixel on the resulting image. The bigger the sample size, the smaller
is the resulting image.

10 Doing nlfiltering on an image

Let’s apply sampler function on the peppers image using non-local filter

% Read image in to MATLAB
2 peppers = imread ( ’ peppers . png ’ ) ;
% Convert the peppers image in to gray−l e v e l image

4 peppers gray = rgb2gray ( peppers ) ;
% Show gray−l e v e l image

6 imtoo l ( peppers gray ) ;
% Apply non−l o c a l f i l t e r i n g with brush s i z e o f 20 ,20

8 processed image = n l f i l t e r ( peppers gray , [ 2 0 20 ] , @sampler ) ;
% Show the r e s u l t i n g image in imtoo l window

10 imtoo l ( u int8 ( proces sed image ) ) ;
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Figure 15: The original gray-level peppers.png image.
Figure 16: The non-local filter pro-
cessed gray-level peppers.png image.

We can immediately conclude that the images are not changed, that is because the function
sampler returns the pixel at the center back to the filter and the filter places the pixel on the same
position again.

Let’s apply averager function on the peppers image using non-local filter

% Read image in to MATLAB
2 peppers = imread ( ’ peppers . png ’ ) ;
% Convert the peppers image in to gray−l e v e l image

4 peppers gray = rgb2gray ( peppers ) ;
% Show gray−l e v e l image

6 imtoo l ( peppers gray ) ;
% Apply non−l o c a l f i l t e r i n g with brush s i z e o f 20 ,20

8 processed image = n l f i l t e r ( peppers gray , [ 2 0 20 ] , @averager ) ;
% Show the r e s u l t i n g image in imtoo l window

10 imtoo l ( u int8 ( proces sed image ) ) ;

Figure 17: The original gray-level peppers.png image.
Figure 18: The non-local filter pro-
cessed gray-level peppers.png image.

We can immediately conclude that the image is blurred and there are no sudden changes of color.
It is because of the fact that the averager is kind of low-pass filter and allows small changes of colors
to pass while smoothing or lowering the amplitude of the high frequency regions.

11 Non-recoverable image data
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% Read image in to MATLAB
2 peppers = imread ( ’ peppers . png ’ ) ;
% Convert the peppers image in to gray−l e v e l image

4 peppers gray = rgb2gray ( peppers ) ;
% Process the gray−l e v e l image us ing non l o c a l f i l t e r

6 processed image = n l f i l t e r ( peppers gray , [ 2 0 20 ] , @averager ) ;
% Create a prede f in ed high−pass f i l t e r

8 H = f s p e c i a l ( ’ unsharp ’ ) ;
% Try to recove r the image

10 recovered image = im f i l t e r ( processed image ,H) ;
% Show the r e s u l t i n g image in imtoo l window

12 imtoo l ( u int8 ( recovered image ) ) ;

Figure 19: The original gray-level peppers.png image.
Figure 20: The recovered gray-level
peppers.png image.

As we can see, after low-pass filtering and then trying to recover the information did not work
for us. The information is permanently lost and cannot be recovered.

12 Find the frequency response

cameraman = imread ( ’ cameraman . t i f ’ ) ;
2 f i g u r e ( ’name ’ , ’ Or i g i na l Image ’ ) ;

imshow ( cameraman ) ;
4 camera double = im2double ( cameraman ) ;
F = f f t 2 ( camera double ) ;

6 F = f f t s h i f t (F) ; % Center FFT
F = abs (F) ; % Get the magnitude

8 F = log (F+1) ; % Use log , f o r pe r ceptua l s c a l i ng , and +1 s i n c e l og (0 ) i s undef ined
F = mat2gray (F) ; % Use mat2gray to s c a l e the image between 0 and 1

10 f i g u r e ( ’name ’ , ’FFT Image ’ ) ;
imshow ( cameraman ) ;

12 imshow (F , [ ] ) ; % Display the r e s u l t
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Figure 21: The original image. Figure 22: The frequency plot of the image.
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