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1 OBJECTIVES OF THE LAB

1. Analyzing MIPS Pipeline using WINMIPS Simulator.

2. Demonstrate Data Hazards.

3. Performance cost of Data Hazards.

4. Reduce penalty of Data Hazards

2 DOWNLOADING & SETTING UP WINMIPS64

2.1 INSTALLATION

To install WinMIPS64, following steps were taken:

1. WinMIPS64 was downloaded from http://indigo.ie/~mscott/ [1]

2. After downloading, winmips64.exe file was opened.

3. A folder name "Codes" was created for saving all codes and running in the same directory.

2.2 ANALYSES

1. A test assembler program was written as follows:

1 . d a t a
A: . word 10

3 B : . word 8
C : . word 0

5

. t e x t
7 main :

l d r4 ,A( r0 )
9 l d r5 , B( r0 )

dadd r3 , r4 , r5
11 sd r3 , C( r0 )

h a l t

2. .data signifies the start of data segment where we can set some data in the memory before the execution of the program
starts.

3. .text signifies the start of text segment where we write our program.

4. .main signifies the start of main program.

5. The test program takes two numbers and adds them.

6. By selecting File > Open, we can run the assembly code and by pressing F7 we can step in code and see the pipeline.

3 DATA HAZARDS

3.1 READ AFTER WRITE (RAW)

This type of hazard occurs when an instruction tries to read a register before a previous instructions writes an update value
to it. [2]
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3.1.1 WITHOUT FORWARDING

Hazard: RAW without forwarding Cost: 2 cycles

The following code was written:

Figure 3.1: Assembly code for adding two numbers A and B and then storing C.

Figure 3.2: Cycles view showing two cycles of stall when there is RAW hazard while pipeline view showing execution block
doing no work

3.1.2 WITH FORWARDING

Hazard: RAW with forwarding Cost: 1 cycles

In WinMIPS simulator Configure > Enable Forwarding was turned ON. This allows the values after execution stage to be
forwarded to the next execution so that it can immediately start next instruction execution. This way penalty is reduced from
2 cycles stall to 1 cycle stall.

Figure 3.3: Cycles view showing only 1 cycle of stall when there is RAW hazard while pipeline view showing execution
block ready to execute add instruction.

3.1.3 OPTIMAL REDUCED PENALTY SOLUTION

Hazard: RAW with scheduling and forwarding Cost: 0 cycles

The original code was modified to include one instruction between load and add as follows:
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Figure 3.4: Assembly code for adding two numbers A and B and then storing C.

Figure 3.5: Cycles view showing no stall while pipeline view showing every block busy.

3.2 WRITE AFTER READ (WAR)

This type of hazard occurs when an instruction tries to write to a register before a previous instructions has read its value.

3.2.1 PROBLEM

Hazard: WAR Cost: 3 cycles

The following code was written:

Figure 3.6: Assembly code for adding three floating points A, B, and C.
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Figure 3.7: Cycles view showing 3 cycles of stall when there is WAR hazard. If the mul.d is allowed to issue, it could
"overtake" the second add.d and write to f4 first. Therefore in this case the mul.d must be stalled in ID.

3.2.2 SOLUTION

WAR data hazard can be removed by register renaming.

Hazard: WAR with register renaming Cost: 0 cycles

The code was modified to following:

Figure 3.8: Assembly code for adding three floating points A, B, and C.

Figure 3.9: Cycles view showing 3 cycles of stall when there is WAR hazard. If the mul.d is allowed to issue, it could
"overtake" the second add.d and write to f4 first. Therefore in this case the mul.d must be stalled in ID.

3.3 WRITE AFTER WRITE (WAR)

This type of hazard occurs when an instruction tries to write to a register immediately after previous instructions has written
its value. This type of hazard can occur more often in out-of-order execution of instructions.

3.3.1 PROBLEM

Hazard: WAW Cost: 1 cycle

The following code was written:
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Figure 3.10: Assembly code for adding three floating points A, B, and C.

Figure 3.11: Cycles view showing 1 cycle of stall when there is WAW hazard.

3.3.2 SOLUTION

Hazard: WAW with register renaming Cost: 0 cycle

The code was modified to following where the register f7 was renamed to f8:

Figure 3.12: Assembly code for adding three floating points A, B, and C.
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Figure 3.13: Cycles view showing 1 cycle of stall when there is WAW hazard.

4 CONCLUSION

• WAW and WAR hazards can easily be reduced to 0 cycle latency cost by combination of scheduling and register
renaming.

• RAW hazard penalty can be reduced to fewer cycles by forwarding. But the penalty can completely be hidden by
rescheduling the code to hide latency.

• Intelligent Compiler design is very important in order to reduce penalties and re-schedule the code after mapping data
dependencies.
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